**PART-A**

**1a. “List1” is a list that contains the “N” different SRN of students read using a user defined function with the help of input(). SRN of “M” more students are to be appended or inserted into “List1” at the appropriate place and also return the index of the SRN entered by user.**

**Algorithm:**

1. Create an empty list named as list1

2. Read the value of n or m

3. Append or store or adding the elements to the list until n or m

4. Increment i by 1 until n or m

5. Display the list1

6. Repeat the step 2-5

7. Read the index value and display the value

**Program :**

**list1 = []**

**n = int(input("Enter number of elements : "))**

**for i in range(0, n):**

**element = int(input())**

**list1.append(element)**

**print(list1)**

**m = int(input("Enter number of elements : "))**

**for i in range(0, m):**

**element1 = int(input())**

**list1.append(element1)**

**print(list1)**

**p=int(input("enter the index from the list to be printed: "))**

**print(list1.index(p))**

**Output**
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**1b. “Tuple1” and “Tuple2” are two tuples that contain “N” different data type read using the user defined function “READ” with the help of input(). Elements of “Tuple1” and “Tuple2”are to be read one at a time and the “larger” value among them should be put into “Tuple3”.**

**Algorithm:**

1. Create an empty tuple named as tuple1
2. Display the empty tuple
3. Add value to the tuple 1
4. Create another tuple2 and add values
5. Display the maximum stored values in tuple1 and tuple2

tuple1 = ()

tuple2 = ()

list1=list(tuple1)

list2=list(tuple2)

count = int(input("Enter the total count of elements :"))

print("enter elements tuple1")

for i in range(0,count):

list1.append(int(input()))

print("enter elemets tuple2")

for i in range(0,count):

list2.append(int(input()))

tuple1=tuple(list1)

tuple2=tuple(list2)

print("tuple1:",tuple1)

print("tuple2:",tuple2)

tuple3 = (max(tuple1),max(tuple2))

print("Maximum or highest number in both tuple1 & tuple2 are",tuple3)

**Output**

Enter the total count of elements :5

enter elements tuple1

10

40

12

89

35

enter elemets tuple2

69

45

17

34

12

tuple1: (10, 40, 12, 89, 35)

tuple2: (69, 45, 17, 34, 12)

Maximum or highest number in both tuple1 & tuple2 are (89, 69)

**2a. Set1 and Set2 are the two sets that contain unique integers. Set3 is to be created by taking the union or intersection of Set1 and Set2using the user defined function Operation(). Perform either union or intersection by reading choice from user. Do not use built in functions union() and intersection() and also the operators “|” and “&“.**

**Algorithm:**

1. Create the set names as people ,vampires and dracula : initialize the values to the created sets
2. Create user defined function union() and perform its operation on any two sets ( i.e people and vampires)
   1. population = people.union (vampires)
3. Display population
4. Apply union operator: repeat step 2.1 and 3
5. Create two set which assigned to set1 and set 2
6. for i in range (5) and add into set1
7. for i in range (3,9) and add into set2
8. Create and Perform user defned function intersection () function on set 1 , set 2 and result stored in set3
9. Dispay set3
10. Apply intersection operation and repeat step 8 & 9

**people = {"Jay", "Idrish", "Archil"}**

**vampires = {"Karan", "Arjun"}**

**dracula = {"Deepanshu", "Raju"}**

# Union using union()

# function

population = people.union(vampires)

print("Union using union() function")

print(population)

# Union using "|"

# operator

population = people|dracula

print("\nUnion using '|' operator")

print(population)

set1 = set()

set2 = set()

for i in range(5):

set1.add(i)

for i in range(3,9):

set2.add(i)

# Intersection using

# intersection() function

set3 = set1.intersection(set2)

print("Intersection using intersection() function")

print(set3)

# Intersection using

# "&" operator

set3 = set1 & set2

print("\nIntersection using '&' operator")

print(set3)

**Output**

![](data:image/png;base64,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)
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**2b. The Dictionary “Dict1” contains N Elements and each element has the operator as the key and operands as values. User reads two operands and an operator and performs the operation on the elements of “Dict1” based on the operator using a user defined function and displays the results.**

**Algorithm:**

1. Create directories with key and values with zip() function
2. Assign directories dict to sampleDict
3. Display SampleDict
4. Create two directories dict1 and dict 2 : Assign key and values
5. Merge dict3 = {\*\*dict1, \*\*dict2}
6. Display dict 3
7. Perform Copy , update , remove and rename the directories key and values
8. Repea step 6 after each function applied on dict3

keys = ['Ten', 'Twenty', 'Thirty']

values = [10, 20, 30]

sampleDict = dict(zip(keys, values))

print(sampleDict)

#Merge following two Python dictionaries into one

dict1 = {'Ten': 10, 'Twenty': 20, 'Thirty': 30}

dict2 = {'Thirty': 30, 'Fourty': 40, 'Fifty': 50}

dict3 = {\*\*dict1, \*\*dict2}

print(dict3)

dict1 = {'Ten': 10, 'Twenty': 20, 'Thirty': 30}

dict2 = {'Thirty': 30, 'Fourty': 40, 'Fifty': 50}

dict3 = dict1.copy()

dict3.update(dict2)

print(dict3)

#Delete set of keys from Python Dictionary

sampleDict = {

"name": "Kelly",

"age":25,

"salary": 8000,

"city": "New york"

}

keysToRemove = ["name", "salary"]

sampleDict = {k: sampleDict[k] for k in sampleDict.keys() - keysToRemove}

print(sampleDict)

#Rename key city to location in the following dictionary

sampleDict = {

"name": "Kelly",

"age":25,

"salary": 8000,

"city": "New york"

}

**Output**

{'Ten': 10, 'Twenty': 20, 'Thirty': 30}

{'Ten': 10, 'Twenty': 20, 'Thirty': 30, 'Fourty': 40, 'Fifty': 50}

{'Ten': 10, 'Twenty': 20, 'Thirty': 30, 'Fourty': 40, 'Fifty': 50}

{'city': 'New york', 'age': 25}